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Abstract—As software systems continue to grow and evolve, locating code for software maintenance tasks becomes increasingly difficult. Source code search tools match a developer’s keyword-style or natural language query with comments and identifiers in the source code to identify relevant methods that may need to be changed or understood to complete the maintenance task. In this search process, the developer faces a number of challenges: (1) formulating a query, (2) determining if the results are relevant, and (3) if the results are not relevant, reformulating the query. In this paper, we present a NL-based results view for searching source code for maintenance that helps address these challenges by integrating multiple feedback mechanisms into the search results view: prevalence of the query words in the result set, results grouped by NL-based information, as a result list, and suggested alternative query words. Our search technique is implemented as an Eclipse plug-in, CONQUER, and has been empirically validated by 18 Java developers. Our results show that users prefer CONQUER over a state of the art search technique, requesting customization of the interface in future query reformulation techniques.
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I. INTRODUCTION

Developers spend more time finding and understanding code than making modifications during maintenance [1]. Thus, we can reduce maintenance costs by helping developers to more effectively find the code relevant to their software maintenance tasks. Similar to how we use Google to search the web, some source code search tools match a developer’s query with comments and identifiers in the source code to identify relevant program elements. Source code search techniques may focus on searching for code to reuse, such as APIs or open source implementations [2], [3], [4], [5], [6], [7], or may focus on searching a single source project for maintenance by finding features or concerns to be modified or copied [8], [9], [10], [11], [12], [13], referred to as local code search [14]. In this paper, we are concerned with the latter problem, that of searching a single program prior to a software change, rather than searching a large repository of code for reuse.

Techniques that simply list search results often consider the words occurring in comments and identifiers individually as a bag of words [10], [11], [12]. In contrast, recent techniques have taken advantage of phrasal concepts, which are concepts expressed as groups of words such as noun phrases (e.g., ‘cell attributes for DB’) and verb phrases (e.g., ‘get current task from list’). We use the term lexical concept to describe a concept evoked by a single word, and phrasal concept to describe a concept expressed as a sequence of words [15]. Phrasal concepts have been used to improve search accuracy [9] and suggest alternate query words [13]. Inspired by prior work [8], which categorizes search results in a hierarchy based on partial phrase matching, we take advantage of phrasal concepts to reorganize and filter search results and dramatically change how the results are viewed to facilitate query refinement.

In this paper, we present CONQUER, a source code search technique that organizes and presents search results to the user based on state of the art phrasal concept-based searching [9], [16]. The technique combines insights gained from the verb-DO [13] and contextual search [8] approaches, and introduces novel approaches to organizing the results, quantifying the query’s relationship to the search results, and suggesting alternative query words. Our results from 18 Java developers show that users prefer CONQUER over a state of the art search technique when searching unfamiliar code. More information about the CONQUER Eclipse plug-in implementation can be found in our tool demo [16], which provides a brief (1 paragraph) summary of user feedback. In this paper, our contribution focuses on detailing this full user study evaluating the CONQUER approach.

In prior work, we presented search results in hierarchical categories of phrases [8], implemented as a proof of concept. The search mechanism used by this prototype, and upon which the hierarchical display depends, has limitations that are not trivially overcome in creating a source code search tool that is usable in practice. First, the prior search technique required all query words to be present, in order, in automatically generated phrases derived from method signature information. Thus, the hierarchical structure of the prior approach is incompatible with more flexible keyword searching, leading us to develop CONQUER’s novel results view. Because the phrase grouping in prior work [8] required query words to be in a specific order, overly specific queries would return no results. In contrast, CONQUER is built on the more flexible SWUM-search framework [9], and is not subject to such limitations.

II. BACKGROUND AND MOTIVATION

In order to provide the developers useful context on how the query words are used in the source code, our approach
leverages phrasal concepts, which are automatically derived from linguistic factors such as the action and theme of a method signature. The action represents the verb or main activity of the method, whereas the theme is the direct object of that action. In this section, we motivate the need for query reformulation support, discuss why phrasal concepts like action and theme are so important to local code search and how they can be used to improve source code search accuracy.

A. The Need for Query Reformulation Support

Existing source code search techniques typically list the search results as a list of files, method signatures, or lines where the query matched (i.e., Eclipse file search or grep), and display the results by decreasing relevance [10], [11], [12], [9]. As has been shown in prior work [8], simply listing the search results can increase the burden on the developer by requiring unnecessary comprehension and relevance judgements to (1) determine if the results returned are relevant at all, and (2) determine where the relevant results are in the list. These types of result displays are very difficult to skim quickly, meaning that the developer must comprehend snippets of code or method names before determining whether or not the query even matches their information need. This high cognitive load is in addition to the developer needing to comprehend the code necessary for the actual maintenance task itself, and should be minimized as much as possible.

When a user searches source code with a natural language or keyword-style query, there are three possible outcomes:

1) The query is ideal, and the user can quickly hone in on the relevant search results.

2) The query is close to ideal, but is either overly general and returns too many results, needing additional words to specialize the query further, or the query contains a mixture of ideal and non-ideal query words, requiring substituting non-ideal query words with ideal words.

3) The query is completely inaccurate, and needs alternative words related to the information need.

Our research focuses on how to design a single search results view interface to meet these three possible outcomes, and present the search results in such a way that the user can (1) quickly determine if the results are relevant, (2) quickly find relevant results, or (3) see alternate query words to help them further refine their query if it is overly general or inaccurate. Our key insight is to consider the search problem from the perspective of the query, rather than the information need, because the same query may be used to search for multiple distinct information needs.

For example, consider two related, but distinct, features in the music management software, Jajuk, which is similar to iTunes. The “smart shuffle” feature shuffles the entire music collection and adds all the songs to the current playlist queue. In contrast, the “shuffle playlist” feature takes the songs on the current playlist queue and randomly shuffles their order. Each feature contains approximately 8-12 methods in its implementation, and although the features seem similar, they only share one utility method (getRandom), and a generic GUI update method that handles many user events such as play, pause, repeat mode, increasing or decreasing volume, etc. Although these two features represent different information needs, a developer might reasonably begin with the query “shuffle” or “random” for either feature. However, the ideal query for smart shuffle is “global random shuffle” and “shuffle queue” for shuffle playlist. Our goal is to design a single search results view interface that can be used for the same query with different information needs, and still effectively help the developer quickly and easily refine their query or locate relevant results.

B. The Importance of Actions and Themes in Code Search

Most existing search techniques use lexical concepts, that is, they treat a program as a “bag of words”. In cases where bag of words would return many results, phrasal concepts can differentiate between the relevant and irrelevant results.

For example, consider searching for code related to the concept of adding items to a cart in a shopping system. Figure 1 shows three methods returned by a bag of words technique when searching for the “add item” query. The addEntry method, m1, is highly relevant to the target concept of adding an item, containing occurrences of the “add item” phrasal concept in both the method name and body statements. In contrast, sum and loadAllItemsFromURLString, m2 and m3, respectively, are not relevant to the target concept, despite occurrences of both the words “add” and “item” in the source code. Specifically, sum uses a different sense of the word “add”, and contains the phrasal concept “add price” rather than “add item”. Although loadAllItemsFromURLString contains the “add item” phrasal concept, we can conclude from m3’s method name that the main intent of this method is to load items, during which “adding items” is just one substep.

In summary, this example demonstrates that knowing how words occur together in the action and theme and where they occur can distinguish between relevant and irrelevant search results, which we leverage in the CONQUER results view. We capture the action and theme phrasal concepts for a given method using the Software Word Usage Model (SWUM) [17].

C. Finding Relevant Methods with Phrasal Concepts

Phrasal concepts derived by SWUM have been used to improve source code search [9]. In the current work, we take advantage of this SWUM-based scoring function, which integrates the following sources of information (i.e., search signals) to determine a method’s relevance to the query:

- **Location.** When a method is well-named, its signature summarizes its intent, while the body implements it using a variety of words that may be unrelated. A query word in the signature is a stronger indicator of relevance than the body.
- **Semantic role.** Prior research has shown that using semantic roles such as action and theme can improve search effectiveness [13]. The SWUM-based score makes use of this insight

\[^{1}\text{Identifiers are split using conservative camel case.}\]
Finally, the results are listed in order of relevance score (D), preceded by a short, natural language phrase that describes the search result’s action and theme to facilitate quick skimming of the results. The method signature of each result is displayed as a clickable Eclipse Java element, allowing the developer to directly navigate to the source code of a selected method.

The driving insight for our approach is that the same query might be used to search for multiple information needs. Our challenge is in designing a results view that meets the needs of developers searching with queries that are ideal, overly general, partially correct, or completely incorrect. In developing our approach, we began with a set of 10 search tasks with ideal queries across 5 different Java programs. Next, we listed a number of possible queries a developer might use to search for multiple information needs.

A. Prevalence of Query Words

The first key challenge we are trying to address is determining whether the query returns relevant results. We begin communicating relevance to the developer right at the top of the display by indicating the frequency of the query words in the action and theme position in the method signatures, as shown in Figure 2(A). The relative frequency of query words roughly indicates the success of the query in meeting the developer’s information need.

For example, consider the query “mute music” searching for the “mute” feature in music management software, where the concept of ‘mute’ is more important to the feature than ‘music’. If ‘music’ is much more prevalent in the source code than ‘mute’, it will fill the search results with irrelevant entries, causing more work for the developer. The frequencies next to each query word approximate each word’s power to discriminate between relevant and irrelevant results. For instance, if ‘music’ occurs 100 times in the result set and

and leverages SWUM’s advanced extraction rules to increase the accuracy of action-theme extraction.

- **Head distance.** The closer a query word occurs to the head, or right-most, position of a phrase, the more strongly the phrase relates to the query word. For example, the phrase “image file” is more relevant to “saving a file” than “file server manager”.

- **Usage.** If a query word frequently occurs throughout the rest of the program, it is not as good at discriminating between relevant and irrelevant results. This idea is commonly used in information retrieval techniques [18].

In an evaluation of state-of-the-art search techniques, the SWUM-based search mechanism was consistently ranked more highly overall [9].

III. THE CONQUER APPROACH

We implemented our approach as an Eclipse plug-in [16], CONQUER, for searching Java projects[2]. The search is integrated into Eclipse’s general search dialog box with a CONQUER tab. After the developer enters a natural language query (i.e., a series of keywords), the plug-in initiates the SWUM-based search mechanism [9]. The results are then preprocessed before being displayed to the user. We designed the CONQUER results display to address 3 key challenges:

1. Quickly determine if results are relevant (i.e., did the query work?).
2. Find alternative query words to refine overly general queries or substitute words in a partially correct query.
3. Find relevant results quickly.

Figure 2 shows an example CONQUER results view for the query “shuffle global playlist”. At the top of the results view (A), we include numbers indicating the prevalence of the query words in dominant positions in the method signatures. Next, the view is split into portions for action and theme organization. In each portion, alternative action or theme query words are displayed above the search results (B), which are presented in nested trees organized by action and theme (C).
Figure 2. CONQUER results view for the “shuffle global playlist” query. The ideal query for this search task is “shuffle queue”. The components of the results view include: (A) prevalence of query words, (B) suggested alternative query words, (C) categorizing by action or theme, and (D) result phrase list.

For example, consider searching for the shuffling global playlist feature in a music player. A developer might first enter the query “shuffle global playlist”, where the ideal query for this particular search task is “shuffle queue”. In this example, ‘queue’ would be suggested as an alternative word, as shown in Figure 2(B). The dominance of ‘playlist’ in the search results (as indicated in the query section of the view), will help the developer refine the query to “shuffle global queue”, getting much closer to the ideal query.
ideal, the relevant method QueueModel.shuffle() is only the fourth method in the action view. In addition, the action and theme views help organize the search results to jump around to different areas of the results, based on the appropriateness of the query words while exploring the result set.

To construct the action and theme hierarchies, we break the search relevance score down into its action and theme components, which are combined together into the final relevance score which determines the result phrase list order in the bottom component of the results view. In the action view, we group all the results by action, and sort the groups by decreasing action score so that the most relevant actions are at the top of the list. Below the action level we group the remaining results by theme, sorted by decreasing theme score. If a group of actions or themes contains multiple items with different action/theme scores, we sort by the maximum action/theme score of the group. The theme view is constructed in a similar fashion, with the first level of the hierarchy based on the theme, and the second level based on the actions.

D. Result Phrase List

The result phrase list is closer to a more traditional search results view, simply listing the methods and files where matches occur, shown in Figure 2(D). However, we go beyond a simple list view by providing a short natural language phrase that describes each method, to make the results easier to quickly skim without requiring the cognitive overhead of mentally parsing the syntax of method signatures and file names. This facilitates rapidly scrolling through the results, to see what types of words and phrases describe the methods appearing in the result set. For an ideal query, this section will contain the relevant results at the top of the list.

In this portion of the results view, we report query matches at the method and file level. This is in contrast to a grep-like search, such as Eclipse’s built-in File Search, that displays the files and lines matching the query. We believe that in larger software systems (over 20 KLOC), where source code search is only the

C. Search Tasks

We used 28 search tasks in the study that have been used in previous experiments [8], broken into 7 groups of 4 search tasks. Because the description of the search tasks can add significant variability to the study, we used search tasks from two different sets, which have different types of descriptions. The first set of 19 tasks is from the 45 KLOC JavaScript/ECMAScript interpreter and compiler, Rhino. Each search task maps to a feature described by a subsection of the documentation, which is used as the task description that is given to subjects before formulating a query.

The second set of search tasks consists of 9 user-observable, action-oriented features from 4 programs ranging in size from 23 to 75 KLOC [13]. The four programs are: iReport, a visual report builder and designer; jBidWatcher, an auction bidding, sniping, and tracking tool for online auction sites such as eBay or Yahoo; javaHMO, a media server for the Home Media Option from TiVo; and Jajuk, a music organizer for large music collections. The search task descriptions consist of screen shots of each feature being executed. The participants are asked to look at a screen shot and then formulate a query to search for the code that implements the feature.

Both sets of search tasks were derived by two groups of independent researchers, and have been used as search tasks in previous evaluations [8], [12], [13], [22], [23]. It should be noted that as a compiler, Rhino is out of most of our developers’ familiar domain. In addition, it is known from previous experience that the search tasks from javaHMO and Jajuk are implemented using different words than those that are visible in the user interface, which is used for the task description. Thus, the queries from these two programs
may require more query reformulation, since it will be more challenging for participants to 'guess' the ideal query. Each block of 4 search tasks includes 1–2 tasks with screen shots and 2–3 tasks with documentation as the task description.

\[\text{Number of Software Developers in Study}\]

<table>
<thead>
<tr>
<th>No. Years</th>
<th>Programming Experience</th>
<th>Industry Experience</th>
<th>Perform Maintenance on Code Not Authored</th>
<th>Perform Maintenance Not Authored</th>
<th>Frequency</th>
</tr>
</thead>
<tbody>
<tr>
<td>10+ years</td>
<td>9</td>
<td>2</td>
<td>7</td>
<td>5</td>
<td>Daily</td>
</tr>
<tr>
<td>5-9 years</td>
<td>6</td>
<td>2</td>
<td>7</td>
<td>1</td>
<td>Weekly</td>
</tr>
<tr>
<td>1-4 years</td>
<td>2</td>
<td>9</td>
<td>2</td>
<td>6</td>
<td>Monthly</td>
</tr>
<tr>
<td>&lt; 1 year</td>
<td>1</td>
<td>5</td>
<td>2</td>
<td>6</td>
<td>Yearly</td>
</tr>
</tbody>
</table>

\(\text{Table I}\)

\(\text{Subject Developer Characteristics: Number of Years of Experience (Left) and Maintenance Frequency (Right)}\)

D. Measures

We compare the 3 search tools by measuring user preferences in terms of 4 factors: enjoyment, effectiveness, ease of use, and likelihood of future use. We measure these factors using the questions administered as a follow-up survey:

1. How much did you enjoy using the search tool?
2. Rate how effective the search tool was in helping you complete the search tasks
3. How easy or complicated is the interface to use?
4. How likely are you to use this search technique in your own work?

Each response is measured using a 7-point Likert scale, where 1 is worst (negative) and 7 best (positive). Since subjects are given multiple tools to work with, we can compare the relative difference between each technique per user. We also measure user preferences in terms of the specific components of the CONQUER results view using a 7-point Likert scale:

1. How helpful was the action view in helping you complete the search tasks?
2. How helpful was the theme view in helping you complete the search tasks?
3. How helpful was the phrase list view in helping you complete the search tasks?
4. How helpful were the alternative query word suggestions in helping you complete the search tasks?

In addition to the above quantifiable questions, we asked a number of open-ended questions about user preferences in using the various search techniques.

E. Design

In order to maximize the number of participants in the study with industry development experience, we sought to minimize the overall study time to within 30-60 minutes. To meet this goal, we asked each subject to use two of the three search tools in the study, on a total of 8 search tasks (4 per search technique). We used 4 tasks to minimize the potential variations due to search task difficulty, and keep the time required of each participant within the desired range.

Thus, in the design there were three main blocking factors: the search tools used, the set of search tasks used, and the order the tools were used (to control for learning effects). This gives us 6 possible combinations of two out of three search tools, and 42 possible combinations of search task blocks. Given that a full factorial design was impossible, we designed the tool and search task combinations so that every possible combination of tool orderings was repeated in blocks of 6, and randomly assigned search task groups such that each technique was used with each search task as evenly as possible, with approximately equal numbers using the first and second search sets. (That is, we tried to avoid the first search task set only occurring with the first tool of the study.)

Participants were assigned to a random group as they volunteered. Because not all the participants completed the study, we do not have an equal number of replications for each combination. All the experimental materials, including the instructions, are available online: lee.cs.montclair.edu/~hillem/CONQUEvalSite.

F. Methodology

After agreeing to participate via e-mail or online message, participants were e-mailed detailed instructions for completing the study. First, participants were asked to install the Eclipse plug-in, containing all 3 tools in the study, and to import the Java projects to be searched. When installing the plug-in, all developers were asked to complete an example search task to familiarize themselves with the experimental procedure. Next, participants were asked to formally agree to participate in the study by beginning the online survey that served to collect most of the information in the study.

The study itself consists of viewing instructions and screen shots of the first search tool, and attempting to formulate queries for the four search tasks listed. This process was repeated for the second search tool. Participants were then asked to complete the survey. As part of the survey, they were asked to select a menu option in the Eclipse plug-in interface that would anonymously e-mail the results. Anonymity was preserved in this process by asking the user to select an anonymous identifier to enter into the survey, and this same identifier was requested when sending the e-mail results.

G. Threats to Validity

Studying the effects of human participants on such an open-ended task as source code search poses many challenges. Although we endeavored to control for variability as much as possible, there are still threats to the validity of the results.
The search tasks are an unavoidable threat. To minimize the effect that some tasks are more difficult to locate and formulate queries for, we used search tasks from 5 different programs with two different types of descriptions. In addition, each participant applied each search tool to 4 tasks to avoid any one task dominating the results and ensure comparability across sets of search tasks. However, it is possible that the task groups that we randomly selected were not of equivalent difficulty. We avoided this as much as possible by ensuring that each group contained search tasks from at least 2 different programs, under the assumption that tasks from the same program will be of approximately the same difficulty.

The experiment was administered as a volunteer online survey and electronically distributed plug-in to gain access to as many developers with industry experience as possible. This means that participants are not in a controlled environment, and other distractions may have influenced the attention that subjects devoted to the experiment.

Because the study was administered as an Eclipse plug-in and online survey, rather than in a controlled lab setting, there were some challenges in reconciling the data after collection. The Eclipse plug-in logged every query entered into one of the 3 search tools. However, especially for Eclipse, participants occasionally searched through the primary Eclipse search, rather than the one we distributed with logging enabled. In the online survey, participants were asked to enter in the best queries they found for each search task. Due to the more naturalistic setting, there were a number of inconsistencies between the queries logged by the plug-in and those entered into the survey. For example, some of the queries entered in the survey were never logged by Eclipse, and so were never executed or executed using an unknown search mechanism. Not all participants entered queries for all 8 search tasks assigned. Because of these inconsistencies in the data, we were unable to analyze search effectiveness through traditional IR measures or via the number of queries entered. Instead, we focus on the most reliable data we have, which is the direct user feedback on the relative advantages of each tool.

V. RESULTS AND DISCUSSION

Because not all the participants who volunteered were able to successfully complete the study, we do not have an even number of replications. The Conquer and Eclipse techniques were each used 13 times, whereas Score was only used 10 times. Thus, we have 8 observations for analyzing differences between Conquer and Eclipse, with 5 observations each for comparing differences with Score—Eclipse and Conquer—Score.

Figure 3 shows the overall difference in results between pairs of tools for the 4 factors measured: ease of use, effectiveness, enjoyment, and likeliness to use in work in future. On the x-axis are the pairs of tools, and on the y-axis the difference in ratings based on a Likert scale. For instance, a value of 2 for Conquer—Eclipse implies that the user...
preferred CONQUER over ECLIPSE by 2 out of a 7-point scale. Similarly, a value of \(-4\) for CONQUER–SCORE indicates that the user preferred SCORE over CONQUER by 4 out of a 7-point scale. In taking the differences, we ordered the search techniques based on our hypothesis that the users would prefer CONQUER, followed by SCORE, and ECLIPSE.

The results in Figure 3 are displayed as box plots where the thick horizontal line represents the median, the plus represents the mean, and the box indicates the interquartile range (i.e., the difference between the first and third quartiles). The whiskers extend to the maximum and minimum values of the range, except for outliers. The box plots are overlaid with the actual data points from the data set, indicated by ⋄.

We did not observe the mean ratings for each search tool to be statistically significantly different. In addition, we used a paired t-test to verify that there was no significant difference in any of the factors between the search tools used first or second. Thus, we did not observe any learning effects.

A. Quantitative Results

From Figure 3(a) we see that the CONQUER ease of use could be improved. Given the mean difference is close to 0, it appears that just as many subjects thought CONQUER was easier to use as compared to ECLIPSE. Subjects overwhelmingly preferred ECLIPSE search over the simplified SCORE interface. Figure 3(c) shows a similar trend for enjoyment.

Figures 3(b) and 3(d) more closely follow our expected trend. In terms of both effectiveness and likelihood of using in future work, CONQUER is clearly preferred over ECLIPSE, and more modestly outranking SCORE. However, the relationship between SCORE and ECLIPSE is less clear. Based on effectiveness, subjects seem to prefer SCORE, but in terms of using any of the techniques in future, users predominantly prefer the more familiar ECLIPSE search.

Figure 4 shows user preferences for the individual components of the CONQUER results view, using the same box plot representation as in Figure 3. The difference is that the y-axis represents a raw Likert scale, rather than the difference of two scales. Thus, a value of 4 indicates neutrality. The individual box plots are ordered by increasing mean, and thus the x-axis gives us a view of the relative preference of users for each component of the CONQUER results view. The alternative query words have the highest mean, with the phrase list view as a close second. This is interesting in light of the fact that the SCORE search, which only consists of the phrase list, was not well regarded overall. The query numbers view has the lowest score. Although it appears that users preferred to see the query words in the results view (a common complaint about SCORE), the query numbers do not appear as useful as the other additions to the interface. This may be because the subjects had little intuition as to what the numbers meant.

B. Qualitative Feedback

Many of the users appreciated the alternative suggested query words as well as the action and theme tree view:

“I was actually really surprised at how well [CONQUER] worked. At first, I didn’t think it would be useful, even compared to [SCORE]. However, the tool seemed to actively detect synonyms that I wouldn’t have used at first (construct wasn’t my first guess, but it was picked up right away by the tool).”

Users responded positively with “the summary trees help faster navigation” and “Query recommendations are *very* helpful and important when searching unfamiliar code.” However, not every user found all aspects of the interface to be intuitive:

“I didn’t really understand the action vs theme view. For a while I thought I should be able to double-click to replace with the synonyms and didn’t notice that they were in a treeview. After a while I realized you could drill down to a fully refined query.”

The CONQUER responses for improvement primarily focused on two things: search behavior and customizability of the query interface. In terms of search behavior, multiple subjects wanted the ability to match all keywords or match entire identifiers. CONQUER by default splits identifiers, which made the search problem more challenging for some search tasks, especially when the documentation (i.e., feature description) included specific identifiers to search for. In these instances, the users overwhelmingly requested the ability to match specific strings:

“I did not like that I could not make specific string searches (match case). What I mean is that if i want
to search for (toString) and not (to)(String) I could possibly do it by searching like: ‘toString’ (like you could on google) with quotes around the keyword.”

In terms of the interface, users wanted more variety, more flexibility, and more control:

“Query recommendations should be surfaced via a different UI technique (autocomplete or suggestions link below search box after searching, like google).”

“Provide sort options for Actions and Themes (alphabetical order, relevance order, etc...)”

In addition, some users disliked how much space the results view uses: “Takes up way too much screen real estate.” By allowing more flexibility and customization in the interface, users could better tailor the view to fit their workflow.

One user, who is also an avid googler, felt they would recommend the CONQUER search tool to colleagues:

“Most of my queries narrowed the results to < 7. Compared to the actual number of generic search results, this tool shows vast potential. If released, I would totally recommend this to some of my work colleagues who face similar issues concerning code.”

Like CONQUER, SCORE and ECLIPSE saw mixed results. ECLIPSE is familiar, and thus many participants found it easy to use and uncomplicated. Some especially liked the straightforward results view: “I liked seeing the list of class names and the line numbers and the context of where my keywords were found.” Similarly, some participants preferred the simplicity of the SCORE interface: “It seemed like a very simple, bare-bones tool that would be easy to use quickly.”

“The simplicity of the tool was nice and made for quick searching”; whereas some found the phrases misleading:

“I found the phrase distracting. Maybe it was the searches that I was doing, but the phrase wasn’t as helpful to me as seeing where my words were showing up in the code. The phrases seemed useful for some methods but not all. I’m not sure that I used the phrases that often when I was trying to verify my results.”

Likewise, some participants found the ECLIPSE queries difficult to use: “Touchy results. Make one wrong move and your search results get it.”

C. Discussion

In analyzing the results, we observe that there are certain situations that lend themselves to each search mechanism. When a developer has an idea of the appropriate identifier names to search for, they want to perform strict matching of identifiers or keywords with an ECLIPSE-like search. In contrast, when a developer is not familiar with a codebase or its naming conventions, and has no insight into what identifiers would be relevant, they need the support of a natural language search provided by SCORE or CONQUER. Providing a flexible interface for either scenario will further enable the developer to use a single search interface for all their search needs. Future work will investigate how to integrate that customizability in an intuitive way, without using too much screen real estate.

In general, participants seemed to appreciate the alternative query words suggested. Some participants requested suggesting synonyms as well co-occurring words. In future, we would like to explore using synonyms [24], [23] to enhance the suggested alternative query words.

VI. RELATED WORK

Traditional search techniques simply list the search results in order of decreasing relevance [9], [10], [11], [12]. In contrast, we focus on intelligently displaying search results to the user to quickly determine result relevance, find relevant results, and refine inaccurate queries.

In prior work we developed an approach to extract natural language phrases from method signatures to help developers reformulate better queries and group search results [8]. Although these hierarchical categories are similar in spirit to CONQUER’s action and theme views, they rely on completely different approaches. First, the prior search technique required all query words to be present, in order, in automatically generated phrases derived from method signature information. Counter-intuitively, better results were obtained using fewer keywords, and no information from method bodies or comments was used in the search mechanism. Thus, the hierarchical structure of the prior approach is incompatible with more flexible keyword searching, leading us to develop CONQUER’s novel results view. The phrase grouping in prior work [8] required query words to be in a specific order, and overly specific queries would return no results. In contrast, CONQUER is built on the more flexible SWUM-search framework [9], and is not subject to such limitations. Lastly, the prior approach did not suggest any alternative words.

Another closely related work is FindConcept, which automatically extracts verb-DO pairs (similar to our action-theme phrasal concepts) from source code comments and identifiers for source code search and query recommendations [13]. Our approach makes use of insights gained during the course of FindConcept’s research, and is based on next generation action and theme extraction using SWUM [17], which has been used to improve source code search accuracy [9]. While both techniques take advantage of the occurrences of actions and themes in source code to recommend alternative query words, the methodologies for determining alternative query words are different. In addition, CONQUER introduces an integrated results view that simplifies FindConcept’s multi-step query refinement process that includes iteratively adding recommended verbs, direct objects and synonyms, before finally executing the query. In contrast, CONQUER is designed to allow for rapidly refining the query, with alternatives suggested within the interface as needed.

Structural searching using natural language queries [25] targets a different problem. With this type of search, the user enters in a natural language (NL) query such as, “where is this method called?” or “what fields are declared of this type?”, the NL query is parsed, and the appropriate structural model of the
program is searched to answer the low-level structural question. These queries represent traditional structural queries [26], [27], but expressed in natural language. In contrast, our goal is to find code that implements a high-level concept or feature of the software system. Once the developer has located the code related to a software maintenance task, a structural information query can be used to find other related code or determine the impact of a proposed change.

There is also work on automatically extracting topic words and phrases from source code [28], [29], [30], displaying search results in a concept lattice of keywords [12], and clustering program elements that share similar phrases [31]. These techniques could be used in conjunction with phrasal concepts to help refine phrases and organize search results.

VII. CONCLUSION

In this paper, we present CONQUER, a novel source code search interface that organizes and presents search results using a novel NL-based results view that integrates multiple feedback mechanisms into the search results view: prevalence of the query words in the result set, results grouped by NL-based information, traditional result list, and suggested alternative query words. We empirically validated our CONQUER approach, which is implemented as an Eclipse plug-in, based on user feedback from 18 Java developers. In general, participants tend to prefer CONQUER over a grep-like search, but would prefer the results view interface to be simplified and made more customizable by the user. Our results show that CONQUER is a promising platform from which to continue refining a results view interface for query refinement and contextualizing search results.

In the future, we plan to investigate automatically suggesting synonyms [24], [23] and making the interface more intuitive. Although our evaluation is based on Java, the underlying technology is also implemented for C++. In future work, we anticipate integrating our approach into a Visual Studio search framework such as Sando [14].
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